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I. INTRODUCTION

Blockchain has been gathering a lot of public attention due to the success of Bitcoin [1] and to high hopes in its benefits. A blockchain is a data structure – an append-only sequence of blocks – that stores transactions. Moreover, the term also denotes a distributed system that maintains copies of that data structure in a set of nodes. To add new information to a blockchain there is a consensus protocol that ensures that the blocks are appended in the same order in all the nodes. Bitcoin and most blockchains tolerate arbitrary (Byzantine) faults.

Ethereum is a blockchain that both provides a cryptocurrency and supports the execution of smart contracts written in a Turing-complete language [2]. Smart contracts are similar to legal contracts but instead of having the terms recorded in a legal language they are coded as a computer program, written in a programming language [3], [2]. The advantages of the usage of smart contracts include low contracting enforcement, compliance costs, and no need for a trusted third party to validate the contract.

Building software that works as expected is easier than assuring that nobody can use it in a way that it is not supposed to. This is troublesome with smart contracts as they often handle valuable assets. Furthermore, every execution happens in a public network and the source code is often available, so having security in perspective is important while developing smart contracts. There have been huge attacks exploiting vulnerabilities in smart contracts, such as the DAO attack that led to losses of 60M USD [4] and the Parity Multi-Sig Wallet attack with losses of 30M USD [5].

This work introduces a tool to detect vulnerabilities encoded in smart contracts developed for Ethereum. The goal is to provide a tool that uses fuzzing [6] or attack injection [7] to search for vulnerabilities in smart contracts by doing input injection.

There are already a few experimental tools to discover vulnerabilities in smart contracts, but no fuzzers. Oyente creates a control flow graph and does symbolic execution to discover vulnerabilities [8]. Solidity-coverage is a tool that helps achieving full coverage during smart contract testing [9]. Manticore is a prototyping tool for dynamic binary analysis, with support for symbolic execution, taint analysis, and binary instrumentation [10]. Mythril uses concolic analysis to detect various types of issues in Ethereum smart contracts [11]. Formal verification has also been proposed for detecting program logic vulnerabilities at the bytecode level [12].

Our fuzzing tool aims to explore a different point in the design space with the typical benefits of fuzzing tools – real execution in a real environment – that have led to the discovery of large numbers of vulnerabilities in many applications.

II. SMART CONTRACTS AND VULNERABILITIES

Smart contracts have evolved way beyond the definition of Szabo in 1994 [3]. Nowadays smart contracts are computer programs, or scripts, that can be developed in high level languages, like Solidity [13], a contract-oriented language for implementing smart contracts which is designed to target the Ethereum Virtual Machine (EVM).

In Ethereum, smart contracts have code, a storage space and an account balance. These programs are user-created and can be posted on the blockchain. Once a smart contract enters the blockchain it cannot be removed, the process is irreversible due to the append-only nature of the blockchain. After posting the smart contract on the blockchain it is activated upon receiving a message from a user or from another contract, as shown in Figure 1.

The major bugs that were in the origin of the DAO attack allow altering user data and take over the control flow of the smart contract making changes that were not expected. This class of bug can be seen in multiple forms, one of them are race conditions. Example variants are those caused by reentrant functions [15], [16] and cross-function races [15].

Transaction-Ordering Dependence (TOD) vulnerabilities come from the fact that the outcome of the execution of a
transaction can depend on the order in which it is executed (e.g., if it is executed before or after another that costs a certain amount) [8]. A miner can exploit that fact to order transactions in a way that is convenient for its purposes.

Timestamp Dependence is a security problem that a contract may have when using the block timestamp as a triggering condition to execute some operations [15]. All indirect or direct uses of the timestamp should be considered since the timestamp of the block can be manipulated by the miner.

Integer overflow and underflow vulnerabilities are known for long but can also appear in smart contracts [15].

There are several other classes of vulnerabilities in smart contracts [8], [15], [16].

III. FUZZING ETHEREUM SMART CONTRACTS

We propose a tool to fuzz smart contracts, i.e., for invoking transactions in loop until vulnerabilities are discovered. The basic architecture of the tool is represented in Figure 2. The main components are the following:

- **Ethereum:** This component is a private deployment of the Ethereum blockchain.
- **Fuzzer:** This component manages the injection process. It (optionally) starts by setting up the state of whole blockchain (e.g., restarting it) or of the contract in the blockchain (e.g., creating a new contract even if with the same code), then issues one or more transaction requests to the contract, and finally repeats the whole process. As many other fuzzers, the transaction inputs will be generated using a combination of predefined tokens (called fuzzing vectors) and random values.
- **Monitor:** This component is concerned with detecting if a transaction exploited a vulnerability. This is a challenging task that can be achieved in different ways. The most common is detecting conspicuous events such as a crash or high use of memory, CPU and other system resources [7]. Our approach involves extracting a trace of the execution using a debugger, then analyzing it.

Figure 3 shows an example of a smart contract vulnerable to integer underflow and overflow. When a transaction requests the execution of function **underflow** (resp. **overflow**), there may be an integer underflow (resp. overflow) of variable zero (resp. max). Detecting such an attack involves analyzing the debug trace searching for such events.

We are currently developing a prototype of our fuzzing tool. To run Ethereum we use Truffle, a development environment and testing framework for Ethereum. To obtain the debug trace we use the debugger provided by Tuffle. The injector itself and the monitor are being implemented by us.

This overview of the projects suggests that there are still many open questions: (1) Which classes of smart contract vulnerabilities can be detected using fuzzing? (2) How can they be detected and what is the simplest way to detect each one? (3) Do we need the blockchain to have several replicas or is a single replica sufficient to detect all smart contract vulnerabilities? (4) How can we make fuzzing efficient, dealing with state explosion? (5) Is it possible to parallelize the fuzzing process?
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